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# Présentation globale du projet

## Utilité du projet

WebMagic est un framework crawler évolutif pour Java. Il couvre l'ensemble du cycle de vie du crawler : téléchargement, gestion des url, extraction de contenu et persistant. Il permet de simplifier le développement d'un crawler pour un site quelconque.

Un crawler est un logiciel qui a pour principale mission d'explorer le Web afin d'analyser le contenu des documents visités et les stocker de manière organisée dans un index. Les crawler parcourent en permanence, de manière autonome et automatique divers sites Web et pages Internet pour trouver de nouveaux contenus ou d'éventuelles mises à jour de contenu qui ont été explorées dans le passé. Derrière l'activité se cache une autre tâche : la fonction d'indexation des pages Web en fonction de la qualité du contenu (évalué selon les normes configurées en amont), aidant ainsi les moteurs de recherche à classer les pages Internet dans les résultats affichés.

## Configuration requise

Ajouter les dépendances écrites ci-dessous dans le fichier pom.xml.

WebMagic utilise slf4j avec l'implémentation de slf4j-log4j12. Si vous avez personnalisé votre implémentation slf4j, il faut exclure slf4j-log4j12. Simple Logging Facade for Java fournit une API de journalisation Java au moyen du design pattern Facade.

<dependency>

<groupId>us.codecraft</groupId>

<artifactId>webmagic-core</artifactId>

<version>0.7.4</version>

</dependency>

<dependency>

<groupId>us.codecraft</groupId>

<artifactId>webmagic-extension</artifactId>

<version>0.7.4</version>

<exclusions>

<exclusion>

<groupId>org.slf4j</groupId>

<artifactId>slf4j-log4j12</artifactId>

</exclusion>

</exclusions>

</dependency>

## Quelques commandes Maven

WebMagic est un projet purement Java, donc il sera très simple de télécharger et compiler le code source avec Maven. Vous trouverez ci-dessous la liste des commandes Maven les plus courantes à utiliser.

mvn validate : valide si le projet est correct et que toutes les informations nécessaires sont disponibles.

mvn compile : compile le code source du projet.

mvn test : test le code source compilé en utilisant un cadre de test unitaire approprié.

mvn package : prend le code compilé et le conditionne dans son format distribuable, comme un JAR.

mvn integration-test : traite et déploie le paquet si nécessaire dans un environnement où des tests d'intégration peuvent être effectués.

mvn verify : effectue tout contrôle pour vérifier que le paquet est valable et répond aux critères de qualité.

mvn install : installe le paquet dans le dépôt local, pour l'utiliser comme dépendance dans d'autres projets locaux.

mvn deploy : effectué dans un environnement d'intégration ou de publication, il copie le paquet final dans le dépôt distant pour le partager avec d'autres développeurs et projets.

mvn clean : nettoyer les artefacts créés par des constructions antérieures.

mvn site : génère la documentation du site pour le projet.

# Description du projet

Le projet contient un Readme qui explique brièvement l’outil WebMagic. On n’apprend pas dans le Readme comment utiliser le projet WebMagic avec les commandes pour compiler et exécuter ce dernier. Mais on sait à l’aide d’un badge que la compilation de la branche Master du projet a échoué. Ce projet est découpé en plusieurs parties peu détaillées.

1. Introduction : description du projet en 2 lignes ;
2. Caractéristiques : énumération des différentes fonctionnalités disponibles ;
3. Installation : dépendances nécessaires ;
4. Exemples : morceaux de codes qui montrent comment écrire un crawler ;
5. Documentation et autres : un lien qui redirige vers le site pour consulter la documentation plus détaillée, ainsi que des informations sur le projet WebMagic.

Le projet possède une documentation accessible via le site [WebMagic](http://webmagic.io/docs/) qui explique à quoi sert ce projet dans l’introduction de la documentation, comment installer le projet, récupérer le code source, compiler ce code source avec Maven ainsi que des exemples de crawler. La documentation n’est pas très détaillée, il faut avoir des connaissances en Java et Maven pour comprendre la documentation mais aussi mettre en place le projet. Cette documentation est incomplète, il manque des informations pour compiler et exécuter le projet sans avoir à faire des recherches sur d’autres sites.

# Historique du Git

## Composition de l’équipe

Le dépôt Github est composé de 40 contributeurs. On constate le créateur du projet a beaucoup contribué au début avec plus de 800 commits, les autres font très peu de commits (entre 1 et 5).

## Activité sur le projet

Le projet a une grosse activité du 21 avril 2013 au 21 juin 2014 puis ralentit jusqu’au 1er janvier 2018. Le projet ne percevra aucune modification pendant une année et demie. Du 23 juillet 2019 à aujourd’hui, le projet a connu de nouvelles modifications avec de nouveaux contributeurs mais ces dernières sont mineures et on peut dire qu’aujourd’hui le projet est stable.

## Utilisation des branches

Une branche est utilisée pour maintenir une version particulière du projet dans un but précis et fixé à l’avance. Elles peuvent servir à développer une nouvelle fonctionnalité sans polluer la branche supérieure avec des modifications non validées ou à garder une branche correspondant à une version stable définie.

Le dépôt du créateur code4craft contient une branche par défaut qui se nomme develop, deux branches actives master et revert-977-build et 20 autres branches inactives.

## Utilisation des pull requests

Un pull request est une méthode qui permet de soumettre des contributions à un projet utilisant un système de contrôle de version distribué comme Git. Un pull request se produit lorsqu'un développeur demande que les modifications apportées à un dépôt externe soient prises en compte pour être incluses dans le dépôt principal d'un projet.

Le projet utilise le mécanisme des pull requests avec un total de 144 pull requests dont 121 sont clos et 23 sont encore en attentes. Cette information montre une importante contribution active sur le projet WebMagic.

# Architecture logicielle

## Utilisation de bibliothèques extérieures

Nous avons vu dans la présentation du projet WebMagic que ce dernier utilisé Maven. Les bibliothèques externes utilisées par Maven sont indiquées dans le fichier pom.xml dans les balises dependencies. On comptabilise 25 bibliothèques externes dans Maven.

## Organisation en paquetages

• compter le nombre de paquetages.

Webmagic-core : 20 paquetages

Webmagic-extension : 21 paquetages

Webmagic-samples : 10 paquetages

Webmagic-saxon : 2 paquetages

Webmagic-scripts : 2 paquetages

Webmagic-selenium : 4 paquetages

Total : 59 paquetages

• analyser les liens entre les paquetages : quels paquetages dépendent de quels autres ? les paquetages sont-ils organisés en couche ? Existe-t-il des cycles entre paquetages ?

Le graphe de dépendance des paquets est analysé pour les composants forts (tous les nœuds accessibles les uns des autres, appelés "enchevêtrement") et ces nœuds sont colorés en rouge. Les autres paquets qui ne participent pas aux cycles sont colorés en bleu. Le petit cercle jaune relie tous les paquets impliqués dans l'enchevêtrement. Il indique le nombre de nœuds impliqués dans l'enchevêtrement.

• analyser la hiérarchie de paquetage :

Quel est le nombre de niveaux de paquetages ?

Niveaux de packages max : 3

La hiérarchie de paquetages pour les tests suit-elle la hiérarchie de paquetages des sources ?

Oui même architecture parallèle entre les sources java et les tests.

Existe-t-il des paquetages qui ne contiennent qu’un seul paquetage sans aucune classe ?   
Non.

## Répartition des classes dans les paquetages

• compter le nombre de classes par paquetage : minimum, maximum et moyenne. Également, on pourra fournir le nombre total de classes.

Webmagic-core :   
us.codecraft.webmagic : min = 1 ; max = 20 ; moyenne = 6 ; total = 72

Webmagic- extension :

us.codecraft.webmagic : min = 1 ; max = 20 ; moyenne = 4 ; total = 38

Webmagic-sample :

us.codecraft.webmagic : min = 1 ; max = 20 ; moyenne = 6 ; total = 39

Webmagic-saxon :

us.codecraft.webmagic.selector : min = 2 ; max = 2 ; moyenne = 2 ; total = 2

Webmagic-scipts :

us.codecraft.webmagic.scripts : min = 6 ; max = 6 ; moyenne = 6 ; total = 6

Webmagic-selenium :

us.codecraft.webmagic.downloader.selenium : min = 2 ; max = 2 ; moyenne = 2 ; total = 2

• analyser la répartition des classes dans les différents paquetages :

Toutes les classes ou presque sont-elles dans le même paquetage ?

La répartition des classes dans les différents paquetages est homogène à l’exception d’un paquetage qui regroupe plus de classes que les autres.

Est-ce que des paquetages non feuilles contiennent des classes ?   
Oui (Webmagic-core et Webmagic-parent)

S’il y a plusieurs hiérarchies parallèles, les paquetages qui ont le plus de classes dans une hiérarchie ont-ils aussi le plus de classes dans les autres ?

C’est le cas uniquement dans Webmagic-core.

## Organisations des classes

* La hiérarchie est-elle plutôt plate (peu de niveaux de hiérarchie) ou à l’inverse profonde ?

On pourra par exemple s’appuyer sur la profondeur de l’arbre d’héritage (DIT), le nombre d’enfants par classes (min, max ou moyenne) (NOC)

Webmagic-core :

Profondeur de l’arbre d’héritage (DIT) : max : 3 ; moyenne : 1

Nombre d’enfants par classes (NOT) : min = 1 ; max = 7 ; moyenne = 0.5 ; total = 46

Webmagic-extension :

Profondeur de l’arbre d’héritage (DIT) : min : 1 ; max : 3 ; moyenne : 1.2

Nombre d’enfants par classes NOT) : min = 1 ; max = 8 ; moyenne = 0.4 ; total = 34

Webmagic-sample :

Profondeur de l’arbre d’héritage (DIT) : min : 1 ; max : 3 ; moyenne : 1,1

Nombre d’enfants par classes NOT) : min = 1 ; max = 1 ; moyenne = 1 ; total = 1

Webmagic-saxon :

Profondeur de l’arbre d’héritage (DIT) : min : 1 ; max : 2 ; moyenne : 1.2

Nombre d’enfants par classes NOT) : min = 0 ; max = 0 ; moyenne = 0 ; total = 0

Webmagic-scipts :

Profondeur de l’arbre d’héritage (DIT) : min : 1 ; max : 2 ; moyenne : 1.5

Nombre d’enfants par classes NOT) : min = 0 ; max = 0 ; moyenne = 0 ; total = 0

Webmagic-selenium :

Profondeur de l’arbre d’héritage (DIT) : min : 1 ; max : 1 ; moyenne : 1

Nombre d’enfants par classes NOT) : min = 0 ; max = 0 ; moyenne = 0 ; total = 0

• étudier la stabilité des classes en général ou de quelques-unes en particulier. Pour cela, on pourra s’appuyer sur la notion de couplage.

• étudier la cohésion des classes au sein d’un paquetage en particulier.

Deux classes sont couplées, si une modification d'une des deux classes nécessite des modifications apportées dans l'autre. Si le couplage est faible alors la classe est autonome.

On dit qu’une classe a une forte cohésion si tous ses attributs sont utilisés par ses méthodes. Si la cohésion est forte alors les méthodes de la classe coopèrent ensemble pour concevoir une tâche.

D’où l’importance de créer des applications avec une forte cohésion et, un faible couplage pour ainsi gagner en qualité tout en diminuant la complexité.

Nous disposons de quelques métriques simples comme le couplage afférent (Ca) et le couplage efférent (Ce).

Le couplage afférent pour un élément de code est le nombre d’éléments qui l’utilisent. Cette métrique témoigne de la « responsabilité » de cet élément dans l’ensemble du code.  
A l’opposé, le couplage efférent est le nombre d’éléments différents qu’utilise un élément, témoignant de son « indépendance » vis à vis du reste du code.

Webmagic-core :

Ca par package : max = 129 ; min 1 ; moyenne = 23

Ce par package : max = 12 ; min 0 ; moyenne = 4

Webmagic-extension :

Ca par package : max = 26 ; min 0 ; moyenne = 7

Ce par package : max = 11 ; min 1 ; moyenne = 4

Webmagic-sample :

Ca par package : max = 2 ; min 0 ; moyenne = 1

Ce par package : max = 19 ; min 1 ; moyenne = 6

Webmagic-saxon :

Ca par package : max = 0 ; min 0 ; moyenne = 0

Ce par package : max = 1 ; min 1 ; moyenne = 1

Webmagic-scipts :

Ca par package : max = 0 ; min 0 ; moyenne = 0

Ce par package : max = 3 ; min 3; moyenne = 3

Webmagic-selenium :

Ca par package : max = 2 ; min 2 ; moyenne = 2

Ce par package : max = 2 ; min 2 ; moyenne = 2

Une valeur faible indique une classe cohésive et une valeur proche de 1 indique un manque de cohésion et suggère que la classe pourrait être mieux divisée en un certain nombre de (sous-)classes.

Nous ne sommes pas sûr de l'utilité de cette métrique en Java car elle pénalise l'utilisation correcte des getters et des setters en tant que seules méthodes qui accèdent directement à un attribut et les autres méthodes utilisant les méthodes gettter/setter.

Webmagic-core :

Cohésion par package : max = 0.8 ; min = 0 ; moyenne = 0.2

Webmagic-extension :

Cohésion par package : max = 0.8 ; min = 0 ; moyenne = 0.1

Webmagic-sample :

Cohésion par package : max = 0.5 ; min = 0 ; moyenne = 0.2

Webmagic-saxon :

Cohésion par package : max = 0.6 ; min = 0.6 ; moyenne = 0.6

Webmagic-scipts :

Cohésion par package : max = 0.6 ; min = 0.6 ; moyenne = 0.6

Webmagic-selenium :

Cohésion par package : max = 0.8 ; min = 0.8 ; moyenne = 0.8